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# (1)

Use the neural net routine in R shown in the class notes to learn the function. Generate training data including both positive and negative x values, then show how it does on new data.

library(neuralnet)  
library(ggplot2)  
  
# Create training set:  
# Generate 200 random numbers uniformly distributed between -100 and 100 as x  
# Take the cube root of x as y  
x<-runif(200,min=-100,max=100)  
y<-sign(x)\*abs(x)^(1/3) # cube root of negative number doesn't work for all cases  
  
# Store x and y as a dataframe  
training<-data.frame(x,y)  
  
   
# Train the neural network with 10 hidden layers   
neural.fit<-neuralnet(y~x,data=training,hidden=10,threshold=0.001,stepmax=1e6)  
  
# plot the neural net  
plot(neural.fit)

# Visualize predictive performance on training set  
training.result<-data.frame(x1=c(x,x),y1=c(y,neural.fit$response),label=c(rep("True y",200),rep("Predicted y",200)))  
  
ggplot(training.result,aes(x=x1,y=y1,color=label))+  
 geom\_point()+  
 facet\_grid(.~label)+  
 ggtitle("Predicted Performance on Training Set")+  
 xlab("X")+  
 ylab("Y")
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# Test the Network  
test.x<-runif(200,min=-200,max=200)   
neural.predicted.y<-compute(neural.fit, test.x)  
testing.result<-data.frame(x1=c(test.x,test.x), y1=c(sign(test.x)\*abs(test.x)^(1/3),neural.predicted.y$net.result), label=c(rep("True y",200),rep("Predicted y",200)))  
  
# Visualize predictive performance on training set  
testing.result<-data.frame(x1=c(test.x,test.x), y1=c(sign(test.x)\*abs(test.x)^(1/3),neural.predicted.y$net.result), label=c(rep("True y",200),rep("Predicted y",200)))  
  
ggplot(testing.result,aes(x=x1,y=y1,color=label))+  
 geom\_point()+  
 ggtitle("Predicted Performance on Testing Set")+  
 xlab("X")+  
 ylab("Y")
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**The neural net predicts extremely well on the training set, and on indepedent testing set within the interval of the training input, but not very satisfactory on values out of the range of training input.**

# (2)

This problem is a little open ended. Read about volume weighted moving averages here:[(and also read the R help for function VMA)](http://www.financialwisdomforum.org/gummy-stuff/VMA.htm)

Using data on SPY from 2015-01-01, implement the buy/sell rules discussed in the article: ![](data:image/png;base64,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)

For values of A and B that you decide on, run your code to see how this rule does from 2015-01-01 to present. Extra credit if one wants to optimize the values of A and B but a simple run through using values picked from a visual chart inspection is fine.

**Since we have no idea how exactly the differnece between VWMA and 5-day MA would look like, I propose that we use 3-year prior's daily return to get the historial distribution first. Then, we let A run through the selected values from minimum given by historical difference to 0, and let B run through the selected values from 0 to maximum given by historical difference.**

library(quantmod)  
library(TTR)  
   
# Function that finds the As and Bs  
FindAB<-function(ticker) {  
   
 startdate="2012-01-01"  
 todate="2014-12-31"  
 malength=200  
 #ticker="LCI"  
   
 stockdata=getSymbols(ticker,from=startdate,to=todate, auto.assign=FALSE)  
 ndays=nrow(stockdata)  
   
 # 200day MA need 200 days of data to compute, so we go back and get more (200-1) trading days' data  
 # But the problem is we don't know how many days need to go back  
 thetimes=time(stockdata)  
 firstdate=thetimes[1]  
 goback=thetimes[1]-300  
   
 morestockdata=getSymbols(ticker,from=goback,to=todate, auto.assign=FALSE)  
   
 # Let 200th entry be our startdate  
 stockdata<-morestockdata[(which(time(morestockdata)==firstdate)-(malength-1)):nrow(morestockdata),]  
   
 # Volumn weighted moving average  
 vwma<-VWAP(price=Ad(stockdata), volume=Vo(stockdata), n=malength)  
   
 # 5-day moving average  
 ma5day<-SMA(Ad(stockdata),n=5)  
   
 # calculate the diff VWMA-5-day MA  
 diff<-data.frame(diff=as.numeric(vwma)[-c(1:200)]-as.numeric(ma5day)[-c(1:200)])  
   
 # A: upper percentiles of positive difference  
 # B: lower percentiles of negative difference  
 A<-quantile(diff$diff[diff$diff>0],probs=c(seq(0,1,0.1)))  
 B<-quantile(diff$diff[diff$diff<0],probs=c(seq(1,0,-0.1)))  
   
 return(data.frame(A,B))  
}  
AB<-FindAB("SPY")

**Second, we let A run through the selected values from minimum given by historical difference to 0, and let B run through the selected values from 0 to maximum given by historical difference, try every combination of A and B, calculate the CAGR for "2015-01-01" up till now, and find the combination of A and B that maximize CAGR.**

VWMA200<-function(ticker,A,B) {  
   
 startdate="2015-01-01"  
 malength=200  
 #ticker="LCI"  
   
 stockdata=getSymbols(ticker,from=startdate,auto.assign=FALSE)  
 ndays=nrow(stockdata)  
   
 # 200day MA need 200 days of data to compute, so we go back and get more (200-1) trading days' data  
 # But the problem is we don't know how many days need to go back  
 thetimes=time(stockdata)  
 firstdate=thetimes[1]  
 goback=thetimes[1]-300  
   
 morestockdata=getSymbols(ticker,from=goback, auto.assign=FALSE)  
   
 # Let 200th entry be our startdate  
 stockdata<-morestockdata[(which(time(morestockdata)==firstdate)-(malength-1)):nrow(morestockdata),]  
 # stock prince   
 sp<-as.numeric(Ad(stockdata))  
   
 # Volumn weighted moving average  
 vwma<-VWAP(price=Ad(stockdata), volume=Vo(stockdata), n=malength)  
   
 # 5-day moving average  
 ma5day<-SMA(Ad(stockdata),n=5)  
   
 # on the first day, don't have to buy if no signal  
 # but in order to get CAGR, we have to out of stock by the end of the period  
   
 signal="inCash"  
 buyprice=0  
 sellprice=0  
 mawealth=1  
 #cat("Buy Price = ",buyprice )  
   
 for(d in (malength):ndays) {  
 if((vwma[d]-ma5day[d]>A) && (signal=="inCash")) {  
 buyprice=sp[d]  
 signal = "inStock"  
 #cat("Buy Price = ",buyprice, '\n' )  
 }  
   
 if(((vwma[d]-ma5day[d]<B) || (d==ndays)) && (signal=="inStock")) {  
 sellprice=sp[d]  
 signal = "inCash"  
 mawealth=mawealth\*(sellprice/buyprice)  
 #cat("Sell Price = ",sellprice, '\n' )  
 }  
 }  
   
 #bhwealth=sp[ndays]/sp[malength]  
   
 # Need to determine number of years and calculate CAGR from total return  
 nyear<-ndays/252  
 # return CAGR  
 return(mawealth^(1/nyear)-1)  
 #print(paste("VWMA CAGR = ",mawealth^(1/nyear)-1))  
 #print(paste("BH CAGR = ",bhwealth^(1/nyear)-1))  
}  
  
# Initiliza a place holder for CAGR  
CAGR<-rep(NA,11)   
  
# loop through A and B  
for(i in 1:11){  
 CAGR[i]<-VWMA200("SPY",A=AB$A[i],B=AB$B[i])  
}  
   
  
# Visualize and pick the highest CAGR  
results<-data.frame(y=c(CAGR,CAGR), x=c(AB$A,AB$B), label=c(rep("A",11),rep("B",11)))  
   
ggplot(results, aes(x,y,color=label))+  
 geom\_point()+  
 facet\_grid(.~label,scales="free\_x")+  
 ggtitle("CAGR")+  
 ylab("CAGR")
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**The one combinations of A and B gives the highest CAGR which is 5.46%, is: A=0.2144 and B=-5.8045. The way we find A and B depends on the stock we pick and the period we look at, therefore, we can ultimately write an algorithm that accommodates individual stock and time frame with different thresholds of A and B.**

**Using the A and B we pick, visualize the SPY stock price, 5-day moving average, 200-day volumn weighted moving average, and buy&sell signals.**

startdate="2015-01-01"  
malength=200  
ticker<-"SPY"  
stockdata=getSymbols(ticker,from=startdate,auto.assign=FALSE)  
ndays=nrow(stockdata)  
   
# 200day MA need 200 days of data to compute, so we go back and get more (200-1) trading days' data  
# But the problem is we don't know how many days need to go back  
thetimes=time(stockdata)  
firstdate=thetimes[1]  
goback=thetimes[1]-300  
   
morestockdata=getSymbols(ticker,from=goback, auto.assign=FALSE)  
   
# Let 200th entry be our startdate  
stockdata<-morestockdata[(which(time(morestockdata)==firstdate)-(malength-1)):nrow(morestockdata),]  
# stock prince   
sp<-as.numeric(Ad(stockdata))  
   
# Volumn weighted moving average  
vwma<-VWAP(price=Ad(stockdata), volume=Vo(stockdata), n=malength)  
   
# 5-day moving average  
ma5day<-SMA(Ad(stockdata),n=5)  
   
# Make a data frame contains: adjusted stock price, vwma, sma, buy&sell signal  
plot.this<-data.frame(time=time(stockdata), price=Ad(stockdata), vwma, ma5day,vwma-ma5day, signal=rep(NA,nrow(stockdata)) )  
  
signal="inCash"  
plot.this$signal[malength] ="inCash"  
buyprice=0  
sellprice=0  
mawealth=1  
  
for(d in (malength):ndays) {  
 if((vwma[d]-ma5day[d]>AB$A[2]) && (signal=="inCash")) {  
 buyprice=sp[d]  
 signal="inStock"  
 plot.this$signal[d] = "inStock"  
 cat("Buy Price = ",buyprice, '\n' )  
 }  
   
 if(((vwma[d]-ma5day[d]<AB$B[2]) || (d==ndays)) && (signal=="inStock")) {  
 sellprice=sp[d]  
 signal= "inCash"  
 plot.this$signal[d] = "inCash"  
 mawealth=mawealth\*(sellprice/buyprice)  
 cat("Sell Price = ",sellprice, '\n' )  
 }  
 }

## Buy Price = 184.546192   
## Sell Price = 206.552431   
## Buy Price = 191.090249   
## Sell Price = 188.677621

nyear<-ndays/252  
CAGR<-mawealth^(1/nyear)-1   
  
plot.this<-plot.this[c(200:nrow(stockdata)),]  
  
ggplot(plot.this)+  
 geom\_line(aes(x=time,y=SPY.Adjusted))+  
 geom\_line(aes(x=time,y=VWAP,col="red"))+  
 geom\_line(aes(x=time,y=SMA,col="purple"))+  
 theme(legend.position="none")+  
 ggtitle("SPY: Price,5-Day MA,and 200-Day VWMA")+  
 xlab("Date")+ylab("$")

ggplot(plot.this)+  
 geom\_line(aes(x=time,y=VWAP.1,col="red"))+  
 geom\_hline(aes(yintercept = AB$A[2], colour ="tile"))+  
 geom\_hline(aes(yintercept = AB$B[2], colour ="tile"))+  
 theme(legend.position="none")+  
 ggtitle("SPY: Average Price- Current Price")+  
 xlab("Date")+ylab("$")+  
 geom\_text(aes(x=time,y=VWAP.1,label=signal))
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